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If you are facing the challenge to build your first project in Python and don’t know
how to start, you are not alone. Learning a new technology and not knowing how to
proceed can be an intimidating experience. However, having a step-by-step guide
for tackling the task can help you to gain confidence, organize your thought process,
and get your own project off the ground. With practice, creating an application can
become a much easier and enjoyable experience. This article is a beginner’s guide
where I teach you my approach on how to write a simple Python program with a
command line interface. We will build a program that keeps track of books of a
library, but you can adapt it to your needs, changing names and data accordingly. In
the end of this tutorial I will also guide you on how to connect the app to a Github

repository, so you can save and share your code.

Step 1— Open your terminal and create a folder for your project.

For this project, you will have to install Python in your computer. Assuming you
have already done it, open your terminal and navigate to a location where you would
like your application directory to be located. Then, create a name for you app. In my
example I named it “library”. In the terminal, run the following command, with

your app’s name instead of “library”:

mkdir library
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Now, let’s navigate into it by changing directories, so run this command in your

terminal (remember to type your app’s name instead of “library”):

Step 2 — Start coding your application
To start coding your app, you need to open it in a code editor program. I use VS Code

for that, as, in my opinion, it is very user-friendly.

So, assuming you already have VS Code installed, type the following in your
terminal. Make sure you are in your project’s directory before running the

command.

This command will open your project on VS Code. Go to the top left corner and
create a new file with a python extension. I called mine “main.py”. This will be our

main file, where we are going to type our code.

| | File | Edit Selection View Go Run
New Text File Ctrl+N
New File... Ctrl+Alt+Windows+N

& New Window Ctrl+Shift+ N
Prot’ |

To test it out, let’s create a main function in main.py file, and inside it we will print

something to check if the function is working.
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® main.py > ...
def main():
[ print("Hello, world")

Let’s execute the file to test the function. For that, open the integrated terminal in
VS Code by pressing the ctrl and * keys at the same time. Then, type “python

main.py” in the terminal and you should see “Hello, world” printed in the terminal.

acrrjl23@Anna:~/development/code/phase-3/project/library$ python main.py

Hello, world

Delete the print statement from the function to start coding your app. When you are
testing your code, remember to always exit the program and run it again, if you

change anything in your code. This way the new changes will take effect.

P.S. The code on lines 4 and 5 automatically executes the “main” function, after you

run “python main.py” in the terminal.

Step 3— Create a CLI menu.
Let’s think about the interface of this program. I want this program to have a menu
driven interface, in which the user will be prompted to choose an option and the

program will perform an action based on that option.

Having said that, we will need to create loops in which the user will navigate, until

he chooses to exit the loop and terminate the program.

We can have many choices and loops as we want, but for demonstration we will only

have 4 choices in our example.

Let’s print the choices:
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def main():
choice = @

while choice != 4;
print("Library Manager")
print("1. Add a book™")
print(“2. Find a book"™)

print("3. Show all books")
Exit™)

1

__main__ ":

As long as the choice meets the condition (choice is not 4) then the user will be in

the loop. However, if the choice is 4, then the loop will be terminated.

Step 4 — Create features and logic
We can now start building the logic for the functionalities we want. So, let’s write

some conditional statements for the difference choices.

if choice == 1:
print("Adding a book")
title = input("Enter the book's title: ")

input("Enter the book's gender:
input("Enter the book's author:

LA & & B & & B B B |

This conditional statement will prompt the user to type the title, gender and author

of a new book, if the choice is 1.

But where this input data will go? It must be stored somewhere. Normally,
developers build a database that will store the data. However, for the sake of
simplicity we will store the data in a list.
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So, let’s initialize an empty list that will store the given data. Then, we write the logic

to append this data to the books list.

def main():

books = []

choice = 0

while choice I= 4:
print("Library Mana
print(”1. Add
print(”2.
print(”3. Show all books")
print(”"4. Exit")
choice = int(input())

iy HE
ger
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if choice == 1:
print("Adding a book™)
title = input("Enter the
gender = input(“Enter the

books.append([title, gender, author])

The next choice will be to find a certain book. For that, we will iterate through the

books list to search for this particular book.

elif choice == 2:
print("Finding a book™)
search word = input(“Enter search word: ")
for book in books:

if search word in book:
| print(book)

Now, let’s write the logic for the choice that will display all the books stored in the
books list:
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elif choice == 3:

print("Showing all books™)

tor book in books:
| print(book)

Finally, let’s print a message to inform the user that they are exiting the program, if
choice is number 4. Outside the loop we will print a message to inform that the

program was terminated.

ng program")

print("Program terminated™)

The whole code will look like this:

https://medium.com/@anna-cole/a-beginners-guide-on-how-to-build-a-simple-python-application-with-a-command-line-interface-6d7fb187789b 6/18



25.02.2024, 10:35 A beginner’s guide on how to build a simple Python application with a command line interface | by Anna Cole | Feb, 2024 | M...
& mainpy ¢ T

def main():

books = [

1
choice = 6

while choice !=
print("Library Manager")
print("1. Add a
print("2. Find a b
print("3. Show all
print("4. Exit
choice = int(input())

it choice = 1:
print("Adding :
title = input("En
gender = input("Enter the
author = input("Enter the book's author:
books.append([title, gender, author])

elif choice == 2:
print("Finding a book")
search_word = input("Enter search word:
for book in books:
if search word in book:
| print(book)

elif choice == 3:
print("Showing all books")
for book in books:
| print(book)

lse:

choice ==
print("Exiting program")

if name == " main_ "
| main()

To test the application, add some books and then choose some options to see if the

function is working, like in the example below:
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acrrjl23@Anna;~/development /code/phase-3/project/library$ python main.py
Library Manager
1. Add a book
2. Find a book
3. Show all books
4. Exit
1
Adding a book
Enter the book's title: Stardust
Enter the book's gender: Fantasy
Enter the book's author: Neil Gaiman
Library Manager
1. Add a book
2. Find a book
3. Show all books
4. Exit
2
Finding a book
Enter search word: Stardust
[ 'Stardust’, "Fantasy®', 'Neil Gaiman']
Library Manager
1. Add a book
. Find a book
. Show all books
. Exit

Showing all books
[ 'Stardust’, "Fantasy®, ‘Neil Gaiman’]
Library Manager
1. Add a book
. Find a book
. Show all books
- Exit

Exiting program
Program terminated

That’s it! We have just created a simple Python app with a command line interface
that can store and manipulate data. Obviously, in order to store and persist data in a
real production environment, you would have to create database tables and

additional functions to manipulate data to and from those tables.

Before finishing this tutorial, there is just one last step I want to show you, so you

can save your code and share it with other people.

Step 5— Connect your app to a Github repository
Assuming you already have an account at Github, click on your profile picture, then

go to “your repositories”.
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() Set status

A Your profile

A" Add account

[ Your repositories
. [ Your projects

| Your organizations

Click on the “new” green button at the top-right corner, to create a new repository.

Type ~ Language ~ Sort ~ m

Look at the field “Owner” and make sure you are the owner of the repo. Then, type

your repository name, which should match the name of your app. Select the “public’

option and click “create repository”, like in the snippet below:
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Create a new repository
A repository contains all project files, including the revision history. Already have a project repository elsewhere?
Import a repositony.

Reguired fields are marked with an asterisk ("), r
Owner * Repository name *
Great repository names are short and memorable, Need inspiration? How about fluffy-octo-parakeet ?

Description (optional)

o q Public

Anyone on the internet can see this repository. You choose whe can commit.

= B Private
)

You choose who can see and commit o this repository.

Initialize this repository with:
(] Add a README file

This 15 where you can write a long description for your project. Learn more about READMEs.

Add .gitignore
.gitignore template: None -~

Choose which files not to track from a list of templates. Learn more about ignoring files

Choose a license

License: None -

A license tells others what they can and can’t do with your code. Learn more about licenses.

(@) You are creating a public repository in your personal account. ’
Create repository

Now that you have created your remote repo, you need to connect it with your app,

so you can start committing and pushing changes.

Go back to your terminal, make sure you are in your app’s folder and type “git init”.

This will initialize your repo in the terminal.

Then, run “git remote add origin” followed by the URL of the remote repo, like in the

example below (copy the repo’s URL from the browser’s address bar).
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After that, run “git add .”, then run “git commit -m ‘initial commit™.

$ git commit -m 'initial commit'[]

Then, run “git push -u origin”, to have your changes saved in the remote repository.

1$ git push -u origin.

Conclusion
Congratulations, you now have created your first Python command line interface
app and connected it to a Github repo! You can now adapt the app to your needs,

substituting books for other data of your choice and adding more functionalities.

Thank you for reading. Please leave a like if you think this article is useful, and leave
your comment or feedback. Also, if you are a beginner, like me, always remember

that one small step at a time will get you there! Happy coding! :)
Sources:

Github
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git remote add origin https://github.com/barbie/your-app-name
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